Stream of Consciousness Model Explanation: Nisqually

A document to just dump model explanations according to coding order so the thought process is recorded somewhere anywhere and not lost to time. Created on 9/9/2024

# PinnipedCaseStudies/Nisqually

All files to run the Nisqually iteration of the model are in the GitHub repo “PinnipedCaseStudies” [Nisqually folder.](https://github.com/lizallyn/Pinniped-Case-Studies/tree/main/Nisqually)

Exception is that the underlying data file is in the [Data/Nisqually](https://github.com/lizallyn/Pinniped-Case-Studies/tree/main/Data/Nisqually) folder

# 00 Run The Model

The file “00\_Run\_The\_Model\_Nis\_All.R” sources each of the scripts required to run the model in order. You could just source this one script and the whole thing would run. The bottom of the script is assorted plots and tables for checking that all things ran well.

All files with numbers preceding the file name are specific versions for Nisqually. Ones without numbers can be found in the [Functions](https://github.com/lizallyn/Pinniped-Case-Studies/tree/main/Functions) folder and are used in common with the Locks model runs.

# 01 Set-up Functions

This section incorporates the functions for setting up variables – makeArray and createHarvestPlan (which both just create repetitive arrays) – and the predictFish function which was altered for Nisqually slightly (in ways that will likely be carried back over to the Locks).

predictFish houses the functions that fit a curve to the salmon arrival data for each run in the system and then create a vector of that data over the timeframe that the loop will run over.

# 02 Prep Salmon Data

This script takes the salmon source data and turns it into daily predicted salmon arrivals, daily salmon catch, daily harvester presence.

First it calls the data from Data/Nisqually folder and saves it as fish.wide.

dates\_buffer is how many days on either side of salmon presence in the system do I want to incorporate in the loop. Example: if salmon arrive in the system on day 100 according to the observational data, and my days\_buffer was 20, then the loop would start on day 80 and similarly end 20 days after the salmon leave the system.

Next few rows are formatting dates as dates in R and then fixing the day of year column so that the loop can run through the new year and the day of year will continue past 366. Then it adds rows of no salmon presence to the salmon data frame according to how large days\_buffer is.

For each salmon species, the script defines the time frame that salmon are present e.g. chum\_start, chum\_end. Also defines residence time of the fish in days according to observations/expert opinion/tag data if relevant. This is used to define the escape rate as 1/residence time. Then it creates the data frame for that run of salmon with the new blank rows and creates a rounded integer daily count value. For each run, there is also code that quickly plots this to decide if fitting a normal curve to the arrival data is going to make sense at all. Example for winter chum below.
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Next the script focuses on fitting the curve to the arrival data. This starts by defining starting parameters for the optim fitting process. These were initially defined through an iterative process, but now are hard coded in at a good starting point to expedite the fit. Fish.fit.optim is defined in the predictFish script and is used to spit out final parameters for each run. Then there is code to plot predicted curve over the initial plot to check the fit, see chum example below.

![](data:image/png;base64,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)

If this looks good, then save the predicted daily fish arrival to a new vector to be added to a full data frame of all runs at the bottom of the script.

Once all predicted fish are defined and saved, they are saved together in the Daily\_Fish data frame. This data frame runs from the minimum start day of all runs in the system to the maximum end day of all runs in the system.

Then it adds the fishing rates from each run. In this iteration the fish catch (in count of fish landed) is pulled directly from the csv that was initially called and saved as “fish.wide” (the wide is leftover from an earlier iteration that transformed it into a long version but that’s not necessary anymore and I never changed it). This matches the catch from each day into the Daily\_Fish data frame.

Then we estimate the number of harvesters in the system on each day (humans harvesting pinnipeds that is). This is equal to the count of fishers in the system on each fishery day according to data from Craig that is not in fish.wide but can be found in the Data/Nisqually folder in the file “Chinook and Chum Catches for Liz.xlsx” including comments from Craig. I decided to use an average for Chinook/Coho fishery since Craig seemed to be roughly estimating, and a random sample from the range of values for Chum (1-25) for each day fishers are active (catch in fish.wide is >0).

There are many different excel files from Craig with similar names from this process. Only look at the ones explicitly mentioned/called, the others are older versions and don’t incorporate the correct time frame.

# 03 Set Model Parameters

This section sets the parameters for the model and for the variable initialization process.

Loop parameters define the loop time frame and day range according to the length of fish data in Daily\_Fish. This should make the loop the same length as Daily\_Fish. It allows me to use start\_loop as a way to translate between Day of Year and loop day (t) by subtracting (start\_loop – 1) from any Day of Year value. Days is used in the loop itself.

Seal parameters define the number of seals in the source population and the proportion of them that are likely exhibiting salmon specialist behaviors and therefore may have a higher proclivity for going to the gauntlet right at the start of things. The source population here is defined/conceptualized as nearby haulouts where those individuals are likely accessing the gauntlet as a frequent foraging location. Based on observations from Craig, Jed, and Walker of the individuals hauling out in the delta area or visible in the system. Rough estimate.

Sea lions defines the number of California (zc) and steller (ej) sea lions in the source pools. Source pools here are more direct count of individuals observed in the gauntlet yearly currently, based on counts from nearby barge haulout.

Seal consumption parameters defines the delta\_t on the rungeKutta evaluation interval. Also defines the alpha (search and capture rate), Cmax for harbor seals (maximum daily consumption in number of salmon eaten) and gamma (predator dependence). Alpha and gamma are also shared with sea lions, but Cmax for each sea lion species is defined separately.

Seal learning parameters are defined next, which dictate how the y and x change each iteration and how they map onto P.

* Specialist\_prob is the baseline/minimum probability that a specialist individual (specialist seal or any sea lion) goes to the gauntlet.
* Baseline\_x\_val and baseline\_y\_val define the starting or neutral value that the x or y decays back to in absence of recent gauntlet experience. The specialist\_baseline\_y is an option to have them decay to a different value that allows them to essentially ignore or have a higher tolerance of risk. Currently set at 0 to be the same as normal though.
* W represents the relative goodness of the gauntlet compared to other foraging opportunities outside the gauntlet. So in order to have a good foraging day, an individual has to consume more than this much salmon, otherwise they could have gone elsewhere and been as full or fuller.
* Ymin, ymax, xmax define the range of the x and y variables. Intercept\_x\_val is the intercept of the linear relationship between x and P\_x. steepness and threshold\_val and threshold\_specialist describe the logistic relationship between y and P\_y. threshold\_x\_specialist describes the logistic relationship between x and P\_x for specieslists only. More parameters for these relationships are derived from these and are thus in the variables script so they can be manipulated separately and have those manipulations propagate.
* Step and decay describe how x and y change when given new input information from each foraging day. Step on days when they individual went to the gauntlet, decay on days when they didn’t.
* Buffer Px and Py are the minimum value that each can go to. This allows specialists to never develop an aversion to hunt activity or to chose the gauntlet even in the face of poor foraging performance.

Social learning parameters include the number of seals to copy (which is based on the haulout size). Also includes the mean and beta values that describe the beta distribution used for the receptivity term.

Next the escape rates for each salmon run are defined using 1/residence time in days. Natural mortality is an utter guess. No data there and such a small time/space snapshot. Conceptually this includes disease, injury, other predators. For chum I guess this also includes failure to spawn for reasons other than behavioral disturbance or being eaten.

Sealion\_arrival\_buffer is the number of days the sea lions might arrive before the chum arrive. This is used to add the impact that an impending chum arrival has on the other runs in that system, i.e. natural run chinook. 10 days is an utter guess. Very dependent on run size and timing of other runs I would bet, but no data for that explicitly.

Hunting parameters include the zone efficiency, or what proportion of the existing pinnipeds that went to the gauntlet might be able to be removed through a management removals directed effort. Steepness and efficiency describe the logistic relationship between the number of harvester vessels in the gauntlet and the number of pinniped harvested – logistic so it saturates. Scenario defines that we are describing a scenario where only boat based harvest is happening. This is why zone\_efficiency is NA right now.

# 04 Initialize Variables

This script starts by defining parameters that depend on other parameters. This ensures that they can be manipulated independently in the single parameter manipulations and actually propagate that change through the model.

Number of sea lions to copy is all of the existing sea lions in each source pool.

The number of seal specialists is the number of seals multiplied by the proportion of specialists

Sea lion arrival date and date adjusted for loop day uses the sealion arrival buffer value

Harvest days for each pinniped species are defined separately but identically in the current run by using the number of harvesters that was put into the Daily\_Fish data frame during the data prep script. Any day with > 0 harvesters is a day with pinniped harvest potential.

Slope\_x\_val and xmin describe the range of x and how it maps onto P\_x. slope is derived from the intercept, and xmin is derived from them both, which is why this is in the following script.

The next few lines bundle all the parameters for the functions that calculate the change in x and y each day and the ones that map x and y onto their corresponding P value so that they aren’t all being listed as separate arguments in those functions in the loop. This is purely for the simplicity/aesthetics/tidiness in the loop script.

The next few lines build a bunch of blank arrays that will save various rates and counts from each day and/or individual pinniped so they can be plotted and summarized and analyzed after the run.

The identifiers of the specialist seals are calculated here. Then those identities are used to replace the baseline or starting values of other variables with the specialist-specific rate (i.e. baseline\_y, buffer\_Pymin, threshold).

Harvest creates that harvest plan for each pinniped based on the days when harvest happens for each species and the scenario defined in the parameter script.

# 05 Loop Functions

These are mostly generic and pulled over from the Locks run. But each function accomplishes a part of the loop. I’ll describe more during the loop script itself.

The only Nisqually-specific function here is the salmonSpeciesUpdate function, which is specific to the runs of salmon included in this system. This function just grabs the arriving salmon counts from the Daily\_Fish data and adds them to the existing gauntlet salmon. This is a separate function purely for aesthetics/tidiness in the loop.

# 06 Run The Loop

The loop runs from 1:days-1, so the t counting system is based on t+1 not t-1.

First the salmon are updated using the salmonSpeciesUpdate function which adds arriving salmon from Daily\_Fish data frame for the corresponding row t. These values are unpacked into the corresponding gauntlet salmon counter list.

Next the pinnipeds make their initial foraging location decision. This uses the function decideForagingDestination which essentially flips a coin on the prob\_gauntlet using runif(). This has to happen first, even though it almost always gets overwritten by the copying, because if num\_2\_copy is <0 then there needs to be a default value.

Then there is a round of copying or social contagion of the foraging decisions. This uses the function collusion(). Collusion calculates a beta curve based on the parameters provided, and returns the density at the given individual probability x value. That density is the receptivity value, which is used to scale the way that the social information is incorporated into the new prob\_gauntlet of that individual. The social information is simply the mean of the prob\_gauntlets of a randomly selected group of pinnipeds, where the size of the group is determined through num\_2\_copy. This function spits out the new P\_social (which is the prob\_gauntlet with social info included) and then uses that to decide the foraging destination using that new prob.

This whole social collusion process only happens for sea lions once they have arrived at the system, i.e. t > sealion\_arrival\_loopday. If that’s true, the same process as above happens for both sea lion species.

Next there is a whole code chunk that just keeps track of which and how many pinnipeds are at the gauntlet.

Then the catch rate for the day is calculated using the catch data from Craig. The landed salmon for that day of the year is divided by the gauntlet\_salmon for that run to get a rate which is used in the rungeKutta function.

All the information about how many salmon and pinnipeds are at the gauntlet and the various rates are fed to the rungeKutta function. This calculates dx/dt at 4 specific points within the time interval delta\_t (1 hour) and calculates each of the salmon rates that we care about for all runs and pinniped species.

The next chunk then takes the results from that function call and saves them to the relevant variables. Consumed salmon are distributed among the pinnipeds that came to the gauntlet.

Pinnipeds are harvested according to the harvest plan. getHarvested takes the scenario information and calculates that harvest under that scenario. For “boat”, the harvest is calculated using a saturation curve as defined in parameters. This rounds down “floor” so that the harvest cannot end up being more than the pinnipeds present due to rounding error. The number harvested is then assigned to specific pinnipeds for each species, and their IDs are added to the kill\_list for their species.

Next, we update learning. This is done for each species separately by looping through each individual. The y shape parameters for normal seals were not bundled in the variable script because they depend on whether the seal is a specialist or not, so those are bundled within the loop. Sea lions were bundled in variables because they are all specialists. All the parameters are passed to updateLearning, which does the following:

* calculates the adjusted consumption (salmon consumed minus w), then uses that consumption C to calculate d\_x using the learnX function.
* learnX takes an individual pinniped’s information and calculates the change in x based on their foraging location and foraging success and existing x value.
* learnY takes an individual pinniped’s information and the hunting record from the day and calculates the change in y based on their experience with harvest risk and existing y value.
* Updates x\_t and y\_t with the dx or dy calculated above
* Calculates P\_x and P\_y using the appropriate function depending on whether they are a specialist or not.
* Returns a tibble of the values calculated above

The outputs from updateLearning are then assigned to the relevant variable. If the pinniped individual died, then each value that influences their future decisions is replaced with “NA”.

Then the loop repeats!

# 07 Plotting

This section creates plotting functions, then runs those functions for each functional group in separate scripts. This is only separated out because I have a burning hatred for unendingly long plotting scripts. HATe.

Below this is a section where I call the various tables and plots to check that everything ran well.